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類似コード片を利用したリファクタリングの試み
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近年，ソフトウェアの大規模化・複雑化に伴い，保守作業に要するコストは増大している．ソフトウェアの
保守を困難にしている要因の一つとしてコードクローンがあげられる．コードクローンとはソースコード中
に存在する同一，または類似したコード片のことである．例えば，あるコード片にバグが含まれていた場
合，そのコード片のコードクローン全てについて修正の是非を考慮する必要がある．コードクローンに対
する問題に対処するために，我々はコードクローン分析環境Geminiを開発してきた．これまでに Gemini

をさまざまなプロジェクトに適用する中で，いくつかの問題点が指摘された．その一つは，リファクタリン
グをクローン検出の目的とした時に，Geminiによってユーザに示されるクローンがリファクタリングに適
していないということであった．本論文ではこの問題を解決するための手法を提案し，その手法をGemini

の機能拡張として実装した．また，オープンソースのソフトウェアに対して適用実験を行ない，本手法の
有用性を確認した．

On Program Refactoring Using Code Clone Information
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Maintaining software systems is getting more complex and difficult task. Code clone is one of the

factors that make software maintenance more difficult. A code clone is a code portion in source files

that is identical or similar to another. If some faults are found in a code clone, it is necessary to

correct the faults in its all code clones. We have developed a maintenance support environment,

Gemini, which provides the user with the useful functions to analyze the code clones and modify

them. However, through case studies, several problems were reported. That is, the clones provided

by Gemini were not appropriate for refactoring. In this paper, we intend to extend the functionality

of Gemini to cope with the problems. Finally, we apply the extended Gemini to several software and

evaluate the applicability of the new functions.
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1 はじめに

ソフトウェアの大規模化・複雑化に伴い，高品

質なソフトウェアを効率的に開発する手法が重要

となっている．ソフトウェアプロセスの改善はそ

の手法の一つといえる．近年，保守工程はソフト

ウェア開発で最もコストを要する過程であると指

摘されている．また多くのソフトウェア会社が既

存のシステムの保守に非常に多くの人的，時間的

コストをかけているとも報告されている [22]．ソ
フトウェアシステムの保守とは，そのシステムが

顧客に渡された後に，バグの修正や性能の改善の

ために，システムを修正することを意味する [19]．

コードクローンはソフトウェア保守を困難にし

ている一つの要因といわれている [7]．コードク
ローンとはソースコード中に存在する同一，また

は類似したコード片のことである．コードクロー

ンが生成される原因はさまざまな理由が考えられ

るが，その最も大きな原因の一つとしてコピーア

ンドペーストによる修正，拡張作業があげられる．

コード片にバグが含まれていた場合，そのコード

片のコードクローンとなっている部分全てに対し

て修正の是非を考慮する必要がある．特に大規模

ソフトウェアにおいては，これは非常に手間のか

かる作業であるので，コードクローン検出の効率

化はソフトウェア保守工程の改善において有効で

ある．これまでにコードクローン自動的にを発見

するためのさまざまな手法が提案されている．

その手法の一つとして，我々はコードクローン

検出ツールCCFinder[12]と分析環境Gemini[20]
を開発してきている．Geminiの一コンポーネント
にCCFinderが用いられている．ユーザはGemini
を用いることによりコードクローンの解析，ソー

スコードの修正を容易に行なうことができる [21]．
Geminiは主に，クローン散布図とメトリクスグラ
フをユーザインターフェースとして提供する．ク

ローン散布図はソースコード中のコードクローン

の分布状態を俯瞰的に表示する．またメトリクス

グラフは各々のコードクローンについての定量的

な情報を提供し，その値を用いることによって保

守を阻害するコードクローンの選択をすることが

可能である．選択されたコードクローンのソース

コードは容易に閲覧することができる．ユーザは

これらの機能を用いることによってソフトウェア

の保守作業を改善することができると期待できる．

我々は Geminiを数十のソフトウェア会社に配
布し，さまざまなプロジェクトに用いることによっ

て評価した．その結果，ソフトウェア会社からの

フィードバックよりいくつかの問題点が発見され

た．最も多く指摘された問題は，Geminiをリファ
クタリング [7]に利用する際に発生する問題であっ
た．一般的に，コードクローンを除去することを

目的として，コードクローンになっている部分を

一つのメソッドやクラスにまとめるリファクタリ

ングが適用される．しかしGeminiによって検出さ
れたコードクローンは，必ずしも一つのモジュー

ルとしてまとめるのに適していない．

本論文では，この問題を解決するためにGemini
のコードクローン検出部に対して行なった拡張に

ついて論ずる．そして最後に，提案した機能の有

用性を確認するために行なった適用実験の結果に

ついて述べる．

2 コードクローン解析
2.1 コードクローンの定義 [10]

あるトークン列中に存在する 2つの部分トーク
ン列 α，β が等価であるとき，αと β は互いにク

ローンであるという．またペア（α，β）をクロー

ンペアと呼ぶ．α，βそれぞれを真に包含する如何

なるトークン列も等価でないとき，α，βを極大ク

ローンと呼ぶ．また，クローンの同値類をクロー

ンクラスと呼ぶ．ソースコード中でのクローンを

特にコードクローンという．

2.2 コードクローン分析環境Gemini

文献 [20]において我々はコードクローン分析環
境Geminiを開発した．図 1はシステムのアーキテ
クチャを示している．Geminiは内部の CCFinder
にソースコードを渡し，CCFinderの解析結果を
さまざまなユーザインターフェースを通してユー

ザに提供する機能を有する．

本章では，簡単に Geminiと CCFinderの特徴
を説明する．

2.2.1 CCFinder

CCFinderはプログラムのソースコード中に存
在するコードクローンを検出し，その位置をクロー

ンペアのリストとして出力する．検出されるコー
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図 1: Gemini全体図

ドクローンの最小トークン数はユーザが前もって

設定することができる．

CCFinderのコードクローン検出手順（ソース
コードを読み込んで，クローンペア情報を出力す

る）は大きく 4つの過程から成り立っている．

ステップ 1（字句解析）: ソースファイルを字句
解析することによりトークン列に変換する．入

力ファイルが複数の場合には，個々のファイル

から得られたトークン列を連結し，単一のトー

クン列を生成する．

ステップ 2（変換処理）: 実用上意味を持たない
コードクローンを取り除くこと，及び，些細な

表現上の違いを吸収することを目的とした変換

ルールによりトークン列を変換する．例えば，こ

の変換により変数名は同一のトークンに置換さ

れるので，変数名が付け替えられたコード片も

コードクローンであると判定することができる．

ステップ 3（検出処理）: トークン列の中から
指定された長さ以上一致している部分をクロー

ンペアとして全て検出する．

ステップ 4（出力整形処理）: 検出されたクロー
ンペアについて，元のソースコード上での位置

情報を出力する．

CCFinderの詳細については文献 [12]を参照さ
れたい．

2.2.2 Gemini

Geminiは GUIベースのコードクローン分析環
境であり，内部的にコードクローン検出部として

CCFinderを用いている．Geminiはユーザに以下
のユーザインターフェースを提供し，対話的な解

析を可能としている．

• クローン散布図，
• メトリクスグラフ，

図 2: クローン散布図表示例

図 3: ソースコードビュー表示例

• ソースコードビュー．

クローン散布図はソースコードのどの部分にク

ローンペアが存在するのかを示す図である．一目

でソースコード中のコードクローンの分布状況が

わかるので，コードクローン解析の初期段階では

非常に有効な解析手段となりうる．図上でユーザ

はマウスを用いて任意のクローンペアを選択する

ことが可能であり，その例を図 2に示す．クロー
ン散布図の詳細については後ほど論ずる．

またメトリクスグラフを用いることにより，ユー

ザはコードクローンを定量的な特性に基づいて選

択することができる．それぞれのクローンクラス

について複数のメトリクス値が示されているので，

ユーザは長いコードクローンや，出現数の多いコー

ドクローンを選択できる．

ソースコードビューはクローン散布図やメトリ

クスグラフと組み合わせて用いられる．ユーザはク

ローン散布図やメトリクスグラフで選択されたク

ローンのソースコードをソースコードビューを用

いることにより閲覧することができる．図 3では，
図 2 において選択されたコードクローンのソース
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図 4: クローン散布図モデル
コードを表示している．

2.2.3 クローン散布図

図 4はクローン散布図の例を示している．クロー
ン散布図の縦軸と横軸にはソースコード中のトー

クンが出現順に配置される．ここではクローン散

布図を説明するために以下の文字列を用いる．

コード片 X: “ABCDCDEFBCDG”,
コード片 Y: “ABCEFBCDEBCD”

ここでは，“A”や “B”などは文字や，トークン，
行，文などのある一定の単位を表すとする．図 4
の格子内の黒色の矩形はその縦軸の要素と横軸の

要素が等しいことを意味している．このことから

クローンペアはクローン散布図においてある一定

以上の長さを持った線分として出現することとな

る．もし縦軸と横軸に配置される要素が同じファ

イルである場合は，主対角線上に黒色の矩形がプ

ロットされる．またこの時はこの対角線に対して

クローン散布図は線対称となる．

3 提案手法

3.1 これまでの問題点

我々は，Gemini（と CCFinder）をさまざまな
商用，及び非商用ソフトウェアに適用してきた．そ

してフィードバックとしていくつかの問題点が指

摘された．その一つはコードクローンを用いたリ

ファクタリングにおける問題であった．

検出したコードクローンをリファクタリング [7]
に用いる場合の問題点として，単に最大長のクロー

ンを検出してもその部分を一つの関数，メソッド

などにまとめることは難しい．我々はこれまでに

多くの実験を行なってきたが，その実験で検出さ

れた大部分のコードクローンは，特に意味的なま

とまりを持たないものであった．図 5に例を示す．
図 5では，Aと Bの二つのコード片が示されてい
る．Aと Bそれぞれの灰色の部分は，その部分が
Aと Bの間の最大長のコードクローンであること
を示している．コード片 Aではいくつかのデータ
がリスト構造の先頭から順に連続して格納されて

いる．一方コード片 Bでは，リスト構造の後方か
ら順に連続してデータが格納されている．これら

二つのコード片間には共にリスト構造を扱ってい

るという点において論理的に共通している．しか

しながらこれらのコード片の for文の前後には偶
然クローンとして含まれてしまった部分が存在し

ている．リファクタリングの視点からは，灰色の

部分全体よりも for文のみをコードクローンとし
て抽出する方が望ましい．

コードクローンをリファクタリングするための

研究はいくつか行なわれている．文献 [13]と文献
[14]では，プログラム依存グラフを用いてコード
クローンの凝集度を測定し，関数やメソッドの抽

出に用いる方法が述べられている．しかしそれら

の方法では，プログラム依存グラフの構築に非常

にコストがかかることから大規模なソフトウェア

への適用が難しく，スケーラビリティの面から見

て問題がある．一方 CCFinderでは，検出過程に
おいて字句解析のみにとどめているため，その検

出処理は非常に高速である．しかし，CCFinderに
よって検出されるコードクローンは単に最大一致

トークン数によるものであり，コードクローンの

凝集度は考慮されていない．つまり CCFinderを
用いたコードクローン検出をリファクタリングに

適用しようとした場合，ユーザは自ら CCFinder
の検出結果から意味的なまとまりのある部分を抽

出する必要がある．

この問題を解決するため，我々はまず最大長の

コードクローンを検出し，さらにそのクローンに
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図 5: コードクローンのリファクタリング例

対して意味的なまとまりのある部分のみを抽出す

るという二段階のアプローチを提案する．この提

案手法では，例え対象が大規模なソフトウェアで

あっても実用的な時間でリファクタリングの容易

なコードクローンを検出することができる．

3.2 アプローチ

CCFinder によって検出されたコードクローン
から一つの関数やメソッドとしてまとめるのに適

した部分のみを取り出したコードクローンをシェ

イプドクローンと定義する．ソフトウェアからシェ

イプドクローンを取り出す過程は以下の三つから

なる．

STEP1: 対象のソフトウェアに対し CCFinder
を実行し，コードクローンを検出する．

STEP2: 対象のソフトウェアを解析し，関数や
for文，if文などの意味的なまとまりをもったブ
ロックの位置情報を抽出する．

STEP3: コードクローンの情報と，ブロックの
位置情報を突き合わせ，意味的なまとまりのあ

る部分のみを抽出する．

ここで，「意味的にまとまりのある」とは，直観

的には一つの関数などにまとめるのが容易にで

きるような部分を指している．

3.3 実装

ソースコードからシェイプドクローンを取り出す

機能をGeminiに実装した（図 6参照）．この部分
のプログラムは約 4000行であり C++によって実
装されている．現在のところ，対象言語は Java，C，

図 6: Code Clone Shaper 概要

C++の三種類である．ここでは，実装したシェイ
プドクローン検出プログラム（Code Clone Shaper
以後 CCShaperと略す）について説明する．実装
したプログラムは図 6にも示されているように大
きく分けて四つのモジュールから構成されている．

• 制御部
• プログラム解析部
• 抽出部
• 出力部

制御部

制御部は CCFinderの出力したコードクローン
情報を解析し，字句解析部や，ブロック抽出部，ブ

ロック管理部を呼び出す役割を担っている．

プログラム解析部

プログラム解析部では対象のソースコードを字

句解析，構文解析して，プログラム中のブロック

の位置情報を取得する．ここではブロックを中括

弧 (‘{’,‘}’)で囲まれた範囲と定義する．現段階で
は字句解析によって抽出された情報しか用いてお

らず，構文解析は今後の解析で用いる予定である．

抽出部

プログラム解析部で抽出したブロックの位置情

報と，CCFinderの出力結果であるコードクロー
ン情報を突き合わせ，コードクローンである部分

から意味的にまとまりのある部分のみを抽出する．

- 5 -

研究会Temp 
－33－



表 1: ソースコードサイズ
ファイル数 行数 トークン数

Ant 508 141254 221203

図 7: Antのクローン散布図（CCShaper無）
出力部

ブロック抽出部で取り出した意味的にまとまり

のあるコードクローンを適切な順番で並び変え，

Geminiに与えるデータとして一貫性のあるものに
変換する．

4 適用実験
4.1 実験概要

前章で提案したシェイプドクローンの検出方法

の有用性を確認するためにオープンソースの Java
ソフトウェアであるAnt[1]に対して適用実験を行
なった．Antは Java用のビルドツールである．ビ
ルド手順は XMLで記述される．

提案手法の評価をするために，CCShaperを用
いたGeminiと用いていないGeminiを用いてそれ
ぞれ対象のソースファイルを解析した．そしてその

後結果を比較した．この適用実験では，CCFinder
が検出するコードクローンの最小一致トークン数

は 50に設定した．

4.2 Ant

次にAntに対しての実験結果を示す．Antは 508
個のファイルから成り立っており，総行数は 14万
1千行であった．

��

図 8: Antのクローン散布図（CCShaper有）

Code Clone Shaperを適用する前、適用後のク
ローン散布図をそれぞれ図 7、図 8に示す. また、
適用前後のコードクローン数の比較を表 2に示す.
CCShaperを用いない場合には、Ant内には一様
にコードクローンが散布しており，どのコードク

ローンを取り除くべきか、取り除くことができる

かを判断するのに、非常に手間がかかってしまう

と考えられる. 一方で、CCShaperを用いた場合
には、リファクタリングが難しいコードクローン

を取り除くことにより、クローンペアの 99％以上
（1万個以上）、クローンクラスの約 94％（803個）
を省くことができている.

実際に検出されたコードクローンのソースコー

ドを調べるために，最もクローンペアが密集して

いるラベル Bで示す部分をソースコードビューで
閲覧する．9はこの部分のコードクローンのソー
スコードを示している．このメソッド単位のコー

ドクローンは 7つのクラスに，各々一つずつ存在
した．またこれら 7つのクラスは全て同一のクラ
スを親クラスとして定義していた．これらのこと

からこのコードクローンは親クラスに引き上げる

表 2: Antから検出されたコードクローン数の比較

CCShaper有 CCShaper無
クローンペア数 12033 103
クローンクラス数 856 53
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図 9: ラベル Bのコードクローンのソースコード
ことによって取り除くことができる．

5 まとめ
本論文では，既存のコードクローン分析環境

Gemini を拡張してリファクタリングの候補とな
りうるコードクローンのみを抽出する機能（Code
Clone Shaper）を提案した．そして提案手法をツー
ルとして実装し，オープンソースのソフトウェアで

あるAntに適用した．Code Clone Shaperを適用
することでコードクローンをフィルタリングする

ことに成功し，抽出されたコードクローンはいず

れもリファクタリングの容易なものであった．これ

らのことから本論文で提案したコードクローン抽

出手法は非常に有用であると考えることができる．

また，今後はこのツールを実際のソフトウェア

保守の場面で利用し，そのプロセス改善に役立て

たいと考えている．
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