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Abstract of Thesis

It is important to understand the software during its development and maintenance. Understanding the
internal mechanics of a system implies studying its documentation and source code during a given maintenance
task. There are two dimensions of information that can be obtained from static analyses to aid progranm
comprehension, namely structural information and semantic information. Structural information refers to issues
such as the actual syntactic structure of the program along with the control and data flow that it represents,
The other dimension, semantic information, refers to the domain specific issues of a software systenm

This dissertation addresses these iwo dimensions of program comprehension with two studies. The first
one is a study on a classification model of source code clones, which helps understanding the source code
from structural similarity. The latier one focuses on an important aspect of semantic information, which is
the purity of the code modules.

The first study focuses on code clones, which can represent the structiural similarity of programs. A code
clone, or simply a clone, is defined as “a code fragment that has identical or similar code fragments to
one another’ . The presence of code clomes is pointed out as a bad smell for sofiware maintenance. The reason
is that: if we need {o make a change in ome place, we will probably need to change the others as well, but
we sometimes might miss it. According to a survey we conducted, users of code detectors tend to classify clones
differently based on each user’ s individual uses, purposes or experiences about code clenes. A true code
clone for one user may be a false code clone for another user. From this observation, we propose an idea of
studving the judements ol each user regarding clomes. The proposed technique is a new ¢lone classification
method, entitled Filter for Individual user on code Clone Analysis (Fica). Code clones are classilied by Fica
according to a comparison of their token type sequences through their similarity, based on the “term {requency
- inverse document frequency” (TF-IDF) vector. Fica learns user opinions concerning these code clones from
the classification results. In a production environment, adapting the method described in this research will
decrease the time that a user spends on analyzing code clones.

The second study focuses on understanding the purity and side effects of a given program It is difficult
for programmers to reuse software components without fuliy understanding their behavior. The documentation
and naming of these components usually focus on intent, i.e., what these functions are required to do, but
fails to illustrate their side effects, i.e., how these functions accomplish their tasks. It is hard to
understand and reuse modularized components, because of the possible side effects in API libraries. Inaddition,
undocumented API side effects may be changed during software maintenance, making debugging even more
challenging in the future. By understanding side effects in the software libraries, programmers can perform
high level refactoring on the source code that is using the functional part of the libraries. Moreover, the
calculation without side effects are good candidates for parallelizaiion. However, the purity information
is usuaily missing in external libraries, therefore programmers would risk introducing bugs with such
refactorings. In this study, we present am approach to infer a function’s purity from byte code for later
use. Programmers can use effect information to understand a function’s side effects in order to reuse it.
Furthermore, we conducted a case study on purity guided refactoring based on gathered purity information.
As a case study, we applied a kind of the puriiy-guided refactoring, namely Memoization refactoring on several
open-source libraries in Java. We observed improvements of their performance and preservation of their
semantics by profiling the bundled test cases of these libraries.
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